Abstract. Several researchers have identified the design of collaborative systems
as a particularly challenging task, because it has to consider services that are not
easily identifiable by software designers. The systems that support the activities of
partially virtual communities (PVC) are not an exception. Typically, designers of
PVC supporting systems are able to identify services that have a visual represen-
tation on the user interface, but they usually overlook those that run in the system
back-end. In an attempt to help designers to consider these two types of services, this article proposes a software architecture that can be used for both, designing new PVC supporting systems and evaluating existing ones. The architecture was used in three case studies as a design guideline during the development of PVC supporting platforms, and also as an instrument to evaluate three commercial systems. Although the obtained results are still preliminary, they indicate that the architecture is able to accomplish both roles.
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### 1 INTRODUCTION

For the past twenty years, researchers have been studying and classifying virtual communities in several scenarios [30, 49]. One particular type of these associations is what we call *Partially Virtual Communities* (PVC) [23], where the community members have the opportunity to interact frequently through both a virtual and a physical space. Members typically know each other, and such contextual information allows them to appropriately interpret the contributions made by others. Membership in these communities is quite stable, meaning that few people join or quit them. The personal connections among members make these communities stronger and tightly linked.

Although participants in a PVC cannot easily leave the group due to their personal ties, several studies indicate they ignore and eventually stop using the community supporting systems when a number of conditions are not met. When this behavior becomes recurrent, the community typically is pushed toward its demise [31, 45, 27].

Every PVC evolves through time, therefore some supporting services used by a community become obsolete and also new services are required according to the community maturity level. Software designers have to identify the services currently required by the community and envision those eventually required in the near future, as a way to prepare the supporting platform for the next evolution stage in the community life cycle. To the best of our knowledge, the literature does not report works presenting structural designs that help address this challenge; therefore designers of this type of system must improvise or adopt ad hoc solutions to deal with this issue. Moreover, software developers typically have to face the *iceberg effect*, which is usually present in the development of collaborative systems [25]. Using the metaphor of an iceberg, Herskovic et al. [25] show that developers usually focus their efforts in services that have a visual representation on the user interface, and they tend to overlook critical (mandatory) requirements that do not have a visual representation. This lack of an explicit presence in the user interface makes these services not easy to identify. Examples of it are the services required to support
the community governance and monitoring, or the tracking of members’ activities. If designers have no previous experience modeling this type of system, it is highly probable that several of these services will not be considered in the design of the PVC supporting system. A deficient design will lead the system towards a limited implementation, which will negatively affect the support offered to the community activities.

In this article we propose a software architecture that helps design PVC supporting platforms and evaluate already implemented systems. Particularly, this architecture provides general design guidelines and feedback to developers about services to be considered in the new supporting platform. Moreover, the evaluation of already implemented systems can be done, by comparing the services provided by the implemented system and those considered in the proposed architecture. The pertinence of these latter services has been evaluated by members of a PVC and also by developers with highly encouraging results.

Next section introduces the concept of a PVC and its main characteristics. Section 3 presents the related work. Section 4 describes the requirements that are typically involved in the support of the PVC activities. Section 5 presents the proposed software architecture and describes the services considered within it. Section 6 indicates how to use the proposed architecture as a guideline to design these systems and also to evaluate already implemented platforms. Section 7 presents three cases where the proposed architecture was used as a design guideline during the development of particular PVC supporting systems. Section 8 reports three cases where the architecture was used to evaluate already implemented platforms. Section 9 presents the conclusions and the future work.

2 PARTIALLY VIRTUAL COMMUNITIES

A partially virtual community (PVC) is a hybrid between a physical and a virtual community. This classification considers just the way in which their community members interact. Therefore, we assume that members of a 100% physical community perform just face-to-face interactions, and members of a 100% virtual community interact only through supporting systems (e.g. email or a web application). Clearly, most communities involve physical and virtual interactions in varying percentages.

The features of a hybrid community will be affected by the features of the physical and virtual communities, according to their percentages of representativeness. For example, a neighborhood community is a PVC that probably is closer to a 100% physical community, and a gamers community is a PVC that is probably closer to a 100% virtual community. In this article we consider PVC as those communities that are in the middle range of this spectrum (Figure 1).

There is a lack of consensus regarding an appropriate definition of the terms physical and virtual community [50]. Therefore, for physical communities we adhere to the definition given by Ramsey and Beesley, which indicates that they correspond
to a group of people who are bound together because they share the same living or work space, visit the same places, or otherwise spend a continuous portion of their time together [55]. Regarding online communities, we adhere to the definition of Lee et al. which indicates that they correspond to “a cyberspace supported by computer-based information technology, centered upon communication and interaction of participants to generate member-driven contents, resulting in a relationship being built up” [37]. Based on these definitions, we define a PVC as a group of people who interact around a shared interest or goal using technology-mediated and face-to-face mechanisms. Depending on the community context, different PVCs could involve different degrees of virtualness.

In terms of size, PVCs accomplish with the Dunbar’s Number [13], which indicates that human social networks involving stable relationships range between 100 and 200 individuals. These relationships are stable when an individual knows who each person is and also how each person relates to every other. Moreover, according to Gonçalves et al. [21], this number also appears to characterize stable relationships in virtual communities.

Similar to physical and virtual communities, the PVC structure is diverse and may eventually become complex. The complexity comes from the fact that these communities could involve social and also (formal or informal) organizational goals. Therefore, the social structure that spontaneously rises through its member interaction is influenced by the organizational structure (in the case that this last one is present), generating a hybrid structure that is particular for each PVC community. Given that physical communities tend to assume a hierarchical structure [6], we can infer that this kind of organization will also be present in PVC. In fact, these social constructs can be understood as physical groups augmented with computer-mediated communication mechanisms, or as virtual groups where a face-to-face interaction scenario tends to generate a sense of community. Moreover, whenever a group of people interacts within a physical community, a leader-follower relationship almost always emerges [61]. This pattern has also been observed in the natural evolution in the life cycle of online communities [54, 57]. Therefore, we preliminary assume a leader-follower structure for a PVC, where it is possible to identify several roles, such as consumers, contributors, lurkers and veterans [59]. Finally, Walther [62] describes that computer-mediated communication can actually reflect personal bonds, being sometimes “as personal as face-to-face” interaction, or even surpassing these bonds.
in some interpersonal aspects. In fact, the author claims that the combination of media attributes, social phenomena, and other socio-psychological processes, may lead computer-mediated communication to become hyperpersonal (i.e. exceed face-to-face interpersonal communication), reflecting thus how interaction mechanisms can be possible in PVCs.

3 RELATED WORK

This section presents an overview of the main requirements reported in literature for systems supporting the activities in a PVC. It also presents and discusses existing guidelines to model PVC supporting platforms. Finally, it reports on specific dimensions to cover when assessing social support in these systems.

3.1 Requirements for PVC Supporting Systems

PVC platforms typically support information dissemination, self-service transactions, communication and mediation [20]. The large amount of software to support online communities that exists today, may lead to misunderstand that the development of PVC platforms for particular purposes is straightforward [7].

McMillan and Chavis [41] state there are four elements that define a sense of community: membership, influence, integration and fulfillment of needs, and a shared emotional connection. Since PVC supporting systems aim to facilitate computer-mediated and face-to-face interaction, encouraging online participation and allowing social interaction represents basic requirements to be fulfilled by these platforms [63].

People in a community tend to be similar to those whom they have close connections with. This is explained by two reasons: (1) people make communities grow to resemble their current friends due to social influence [18], and (2) people tend to form new links to others who are already like them [42]. While both factors are present in everyday social processes, according to Crandall et al. [8] they are in tension; e.g. social influence can push systems toward behavior uniformity, while selection can lead to fragmentation. In fact, social interaction is both an effect and a cause of selection, as there are clear feedback effects between these two factors. Moreover, online feedback mechanisms have emerged as a viable mechanism for fostering cooperation among strangers in electronic settings, by ensuring that the behavior of a certain user towards any other becomes publicly known [11]. Therefore, these mechanisms may affect the future behavior of the entire community towards that user.

A persistent and updated identity triggers cooperation, because community members tend to identify each other and keep a track of their past behavior [34]. Moreover, the behavior and the information published by community members under their personal profiles allow other members to infer relationships and features of the participants [44]. Lee et al. have identified a set of requirements that can be used to foster social interaction: common ground, awareness, social interaction mechanisms
and place-making [36]. Also, information sharing, the knowledge of group activity and coordination are central to successful collaboration [12]. Collaborative systems like PVC platforms should consider context to support interaction among group members. In fact, users of these systems especially value the information related to users’ status and physical location, as well as their profile information [26].

Although all these functional requirements (FR) identified in literature are relevant in the design process of a PVC supporting system, establishing the non-functional requirements (NFR) is also highly relevant to obtain a design that helps to keep the community alive. For example, scalability of these platforms is important since they usually provide support to several communities. It is well known that the most effective way to address the NFR in a software system is considering them in the architectural design [58, 64]. Such architecture must integrate harmoniously all FRs and NFRs of the system, which, per se, is a challenge due to the interrelationships existing among these requirements. Moreover, the services provided by the architecture must be suitable for the system users, particularly in PVCs where its members’ interaction is based on a voluntary use of the supporting system.

3.2 Guidelines to Design PVC Supporting Systems

To the best of our knowledge, there are no particular proposals to help design the architecture of PVC supporting systems. However, there are some results from online community studies, which should be considered when modeling these systems. For example, Preece and Shneiderman [54] have identified that community members are relatively shy at first, typically evolving from readers (passive stage) to leaders (active stage). Therefore, supporting services provided by a PVC platform must consider this user behavior evolution.

Hughed [29] claims that large technological systems are complex and messy with no clear boundaries. Therefore, people within a technological system have a critical role, that is to complete a feedback loop, by perceiving the gap between the system performance and the system goals. In fact, it is only through this feedback loop that errors are caught and corrected, leading to an improvement in system performance. Kluger and DeNisi [33] define feedback as the actions taken by external agents to provide information regarding some aspects of one’s task. Tedjamulia et al. [59] propose that performance feedback and social recognition are often used in online communities because they allow self-organization of contributions in large sites; and they bring to bear the collective, distributed, and significant human resources available in a community.

Beenen et al. [2] claim that reminding community members of the uniqueness of their contributions, and setting individual or group goals for contribution, can enhance participation in a particular setting. Similarly, Kim [32] studied users in online communities and defined some guidelines, such as defining a community purpose, developing spaces for interaction, and creating meaningful profiles that may evolve in time. Porter [51] presents the AOF Method (activities, objects, features),
which consists on a prioritization scheme for designing social web applications, and a model of five stages of the usage lifecycle.

Gutierrez et al. [22] state that participation is a key metric for evaluating the success of an online community. Based on that premise, they propose a framework for enabling interaction among users. The framework models virtual communities in three sections: (1) services that allow interaction, (2) participation and motivation strategies, and (3) definition of the software platform through which the community is going to interact.

Howard [28] proposes a model to address the community member behavior and tries to identify the services required by them. This model is based on four components: remuneration, influence, belonging and significance.

Concerning guidelines for social platforms, Crumlish [9] identifies a series of social interface design patterns and analyzes how they are applied into different systems. Van Duyne et al. [60] present a pattern for designing online communities, considering policies, moderation, anonymity, interaction, trust, sociability, growth and sustainability. These patterns provide a partial solution to the design of PVCs, because they do not explicitly support the physical interactions that are required by PVC members.

Literature also reports an ample variety of architectural and design patterns that were not particularly proposed to model PVCs, but could be used as general guidelines for it. For example, Schümmmer and Lukosch [56] define a pattern language for computer-mediated interaction that can be used to design several aspects of the community support, such as users identification, contacts (buddy list) and mechanisms for reciprocity and rewards among community members.

### 3.3 Evaluating PVC Supporting Systems

Concerning the evaluation of collaborative systems in general, Antunes et al. [1] propose a framework to evaluate this kind of systems. This framework was conceived according to given variables and performance levels following the lifecycle stages along the system evolution.

One of the most important features to evaluate in software supporting social interaction is its *usability* [10, 52, 53]. In the field of Human-Computer Interaction, Nielsen [47] defines usability in five criteria that need be satisfied: learnability, efficiency of use, memorability, few and non-catastrophic errors, and subjective satisfaction. On the other hand, these systems have to meet requirements linked to supporting social interaction (also called *sociability*) [10, 52, 53]. Among these factors, we can state governance structures such as moderation mechanisms, to the extent of establishing a common cultural context in the community.

In the present article, we aim to extend the current research literature in online communities by presenting a software architecture to support the design and evaluation of PVC supporting systems. In fact, PVCs include characteristics from both, physical communities (as how they are understood in psychology and sociology), and online communities (as how they are understood in human-computer interac-
tion and computer-mediated communication). In our proposal we include several recurrent services that have been reported in the literature of online communities, and also services identified by us during the development and evaluation of PVC supporting systems with a particular interest in face-to-face interaction, awareness and coordination mechanisms.

4 REQUIREMENTS TO SUPPORT PVC ACTIVITIES

This section identifies functional requirements (FR) and non-functional requirements (NFR) that are usually present in this type of supporting platform. These requirements have been obtained from the literature review and the authors’ past experiences as designers of these software platforms.

Typically, PVC supporting systems are web applications either open to public members or closed in private groups or organizations. The context that defines the community will state how information will flow outside its borders. For example, when the system must support inter-organization processes, interoperability should be considered as a mandatory requirement [3].

These systems should implement at least two roles: admin and standard users. The admin-user takes the role of community manager, with permission to coordinate and control participation and membership. This is particularly important when participation is one of the expected outcomes of the activity. An administrator role contributes to keep the community governance within a certain suitability range and may be a way of responding to the perceived lack of strong governance structures in online communities [48, 53].

In online communities, users generally need to express and expose their identities in a social context [40]. For example, in social networking services such as Facebook or Google+, people manage their online presence through filling out user profiles. Moreover, we can infer the identity of a particular user by analyzing the content of his/her contributions and opinions [44]. However, the disclosure of the online identity of a user may present a certain number of issues related to privacy [4, 38] and the undesired disclosure of personal information.

Online reputation affects indeed the identity of a particular user in the context of an online community. Moreover, building and maintaining a good reputation can be a significant motivation for contributing to online communities [22]. One strategy that communities tend to use to keep users aware of their level of reputation is monitoring the different actions that are currently being performed and those that have been performed in the past by the community members [19, 35, 39].

When designing the interaction space, the supporting system should consider two disjointed environments: public and private [46]. Sharing resources between these two environments should be possible. Public spaces foster communication throughout the community, and private spaces allow users to organize their personal information, as well as interact and share content with others. Moreover, social systems should include in their design feedback mechanisms for letting the
information and current activities in the community flow between users and their interactions [14, 32].

The platform architecture should also consider services that allow synchronous and asynchronous communication, as well as coordination mechanisms among community members [46]. The architecture has to support three different kinds of interaction: user-to-user, user-to-a selected group and user-to-community. Counting on these strategies provides flexibility to user participation. Awareness about the members’ availability usually helps to promote these interactions [24]. Since the community is partially physical, user location awareness mechanisms should be considered when aiming to facilitate the face-to-face interaction.

Concerning the NFR for PVC supporting systems, the most relevant and common ones seem to be: performance, uptime, maintainability and scalability. These requirements try to address the services usability (particularly the first two NFR) and the platform evolution. Other requirements such as privacy and security have also to be taken into consideration. Finally, in order to ensure member satisfaction towards the system, as well as effectiveness and efficiency when supporting user interaction, the software support has to comply with general usability principles. Table 1 summarizes the requirements to model of a PVC supporting system.

5 SOFTWARE ARCHITECTURE FOR PVC SYSTEMS

Herskovic et al. [26] state that, according to the separation of concerns necessary to face the iceberg effect, the requirements of collaboration systems should be layered: requirements in the upper layers are highly visible to users and developers because they represent services that are exposed to users through the application front-end. Following this line of reasoning, we propose a software architecture composed of three layers (Figure 2): user, interaction and community layer. The user layer refers to specific actions to be performed by a single user within the community. Some of the expected tasks to be carried out by a user are logging into the software and managing his/her profile and personal identity. The interaction layer refers to all actions and services to be done by two or more users, or with the intention of causing an effect on the community. The community layer refers to the global scope of the community, the elements that define the software, and all the principles that directly affect the whole group.

The user layer is composed of six services, two of which are shared with the interaction layer. The user motivation, public profile, privacy settings and user security manage the identity and visibility of a single community member in the software platform. The dashboard is where personal contributions are published alongside those of the other members. It allows filling-up the feedback loop of information where personal and public notifications foster interaction among users. The reputation mechanisms act as a visible input of this feedback loop and may trigger and enhance participation and interaction among users.
<table>
<thead>
<tr>
<th>Req.</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>FR 01</td>
<td>The system should provide registration mechanisms that facilitate the appropriation of the platform by its users [9, 28, 32, 40, 51].</td>
</tr>
<tr>
<td>FR 02</td>
<td>The system should provide mechanisms for managing a personal identity by its users [9, 20, 32, 51].</td>
</tr>
<tr>
<td>FR 03</td>
<td>The system should provide awareness in the form of users’ availability, action identification and notifications [9, 12, 16, 26].</td>
</tr>
<tr>
<td>FR 04</td>
<td>The system may include location awareness to allow face-to-face interaction and break the barriers linked to virtualness [9, 26].</td>
</tr>
<tr>
<td>FR 05</td>
<td>The system should allow and trigger relationship building among community members; e.g. friends, circles, groups [9, 20].</td>
</tr>
<tr>
<td>FR 06</td>
<td>The system may provide services for sharing content and media with other users, either in private groups or publicly [9, 22].</td>
</tr>
<tr>
<td>FR 07</td>
<td>The system should provide interaction mechanisms, like synchronous and asynchronous communication modules [9, 32, 46, 60].</td>
</tr>
<tr>
<td>FR 08</td>
<td>The system should provide appropriate feedback to its users on the different actions performed by them [14, 32].</td>
</tr>
<tr>
<td>FR 09</td>
<td>The system may provide coordination support, such as creating content collaboratively, among community members [9, 22].</td>
</tr>
<tr>
<td>FR 10</td>
<td>The system should include control mechanisms, such as peer moderation, governance structures and filters [9, 48, 53, 60].</td>
</tr>
<tr>
<td>FR 11</td>
<td>The system should follow a motivation and participation strategy to ensure a certain level of activity through time [7, 20, 22, 54].</td>
</tr>
<tr>
<td>FR 12</td>
<td>The system should allow monitoring user activity and contributions performed in the software support through time [19, 35, 39].</td>
</tr>
<tr>
<td>NFR 01</td>
<td>The system should quickly react to any request made by users or its components [43].</td>
</tr>
<tr>
<td>NFR 02</td>
<td>The system should be highly available, since PVCs are supposed to allow members interact at any time [43].</td>
</tr>
<tr>
<td>NFR 03</td>
<td>The system should be extensible, because communities naturally evolve in time and follow a lifecycle, as well as its users [5].</td>
</tr>
<tr>
<td>NFR 04</td>
<td>The system should be scalable, in order to handle a growing number of users and contributions made within the community [27].</td>
</tr>
<tr>
<td>NFR 05</td>
<td>The system should ensure privacy and security, as PVCs have to be trustworthy for users in order to trigger interactions [4, 9, 22, 38].</td>
</tr>
<tr>
<td>NFR 06</td>
<td>The system should be usable, since it has to support member interaction and deal with different kinds of users [22, 52].</td>
</tr>
</tbody>
</table>

Table 1. Requirements for a PVC Supporting System
composed of three layers (Fig. 2): user, interaction and community layer. The User Layer refers to specific actions to be performed by a single user within the community. Some of the expected tasks to be carried out by a user are logging into the software and managing his/her profile and personal identity. The Interaction Layer refers to all actions and services to be done by two or more users, or with the intention of causing an effect on the community. The Community Layer refers to the global scope of the community, the elements that define the software, and all the principles that directly affect the whole group.

Figure 2. Software architecture for PVC supporting systems

The interaction layer is composed of nine services: presence awareness, location awareness, activity awareness, coordination, relationships management, content and media sharing, feedback, and synchronous and asynchronous communication. The two requirements related to awareness are justified because of the need of users to foster the face-to-face interaction, as well as requirements linked to services providing different communication channels for users interaction, e.g. a message board or a chat room. The relationships management component is a key issue in this architecture. Such a service allows users to identify other members and send an interaction request to them. The coordination service regulates the access to shared resources of the community (e.g. shared object or the communication channel). The content and media sharing component is closely linked to participation in communities that are based on collaborative work. Using such a service, users may interact with each other to contribute or create new content, thus leading the community to evolve.

In the community layer we can identify the four mechanisms (rather than proper software services) that define the context where a community lives and evolves in time. These mechanisms are: participation and motivation strategies, governance structures, activity monitoring, and the purpose and linked metaphors to be used when designing the community. In particular, this layer is usually invisible to the users, because its components affect the whole structure of a community. However, it is the one that has the greatest impact in the design of PVC supporting systems. These services act as a whole structuring the community on how its members are going to participate and contribute, under which kind of cultural environment, in which context the community is going to be sustained and how user activity is going to be monitored along the community lifecycle.
Concerning the NFRs, they are “transversal requirements”. Therefore, they concern all the services provided through the architecture. The proposed architecture considers these NFR and proposes mechanisms to address them. Particularly, the identification of services and their separation by concerns (i.e. user, interaction and community) make the systems maintainable and extensible. This property comes from structuring systems using layers [5]. We can also expect an appropriate performance of the systems that are implemented using this architecture because it follows the client-server architectural style and involves just three layers [43]. Since the two lower layers (which are affected by the number of communities and users to be supported) live in the server, we can ensure the system scalability by increasing the computing power at the server side. The system uptime cannot be ensured through this architecture since it does not consider replicated components in the server side [43]. It should be interesting to include this requirement in the future. However, the proposed architecture partially addresses such a NFR through the use of asynchronous interaction services.

User privacy preferences are stored by the system; therefore the services provided by the platform must self-configure to adhere to the user privacy settings. Since this information is kept in a dual-synchronized way (i.e. at client as well as at server side), it cannot be modified unless the user has simultaneous access to both copies of such information. This information management policy is also used to manage the personal and login information. This mechanism contributes to build secure systems. In addition, the architecture considers users authentication. Similar to any other domain specific software architecture, this proposal addresses the systems usability just accomplishing with all previous requirements (including FR and NFR).

The complexity of the architecture presented in Figure 2 and the nature of these supporting applications indicate that these systems must be framed in a client-server architecture, where the user layer runs at client side, and the two lower layers at server side. This design decision simplifies the services implementation. Table 2 shows the requirements traceability matrix, matching the requirements defined in Section 4 and the different components of the proposed architecture in Figure 2. Since NFR are transversal to the three layers, they are not depicted in the table.

6 USING THE PROPOSED ARCHITECTURE

The proposed software architecture involves three layers (i.e. the user layer, interaction layer and community layer) and also a transversal set of NFR that affects the services of the whole architecture. Following the iceberg metaphor introduced by Herskovic et al. [26], the services in the upper layer represent the visible area of the iceberg, because they are more concrete and visible for designers. Contrarily, services in the lower layer are more abstract and less visible for designers; therefore they are the hidden part of the iceberg. Regarding this structure, every new design of a PVC supporting system must consider at least this separation of concerns, and analyze the need to include the proposed services following a top-down iterative
Table 2. Requirements traceability matrix

<table>
<thead>
<tr>
<th></th>
<th>R1</th>
<th>R2</th>
<th>R3</th>
<th>R4</th>
<th>R5</th>
<th>R6</th>
<th>R7</th>
<th>R8</th>
<th>R9</th>
<th>R10</th>
<th>R11</th>
<th>R12</th>
</tr>
</thead>
<tbody>
<tr>
<td>U1</td>
<td>X</td>
<td>X</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>U2</td>
<td></td>
<td>X</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>U3</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>U4</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>U5</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>U6</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
<td>X</td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>I1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>I2</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>I3</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>I4</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>I5</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>I6</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>I7</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>I8</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>I9</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>C1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>C2</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>C3</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>C4</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
</tr>
</tbody>
</table>

strategy. This strategy allows designers to address services from those that are more concrete and simple to those more complex and abstract. This strategy represents the natural way to deal with the challenges. The NFR layer, which is also part of the non-visible area of the iceberg, is used as an evaluation element that allows designers to determine if a design is stable and robust.

Next subsections describe how to use this architecture as a guideline for the development process, and also as an instrument to evaluate already implemented platforms. Figure 3 summarizes the activities involved in these processes when the proposed architecture is used as a guideline or an evaluation instrument respectively.

### 6.1 Developing a PVC Supporting System

As mentioned in Section 5, it is recommended that the architectural design of a PVC supporting system considers (at least) the separation of concerns shown in the proposed architecture. This can be achieved by stating the list of the stakeholders’ concerns that have to be covered by the supporting system, relating these concerns to building blocks provided in Figure 2 (i.e. stating which are the specific requirements that need to be satisfied in terms of user services, interaction services, and community services), and finally, translating these concerns into particular software requirements (functional and non-functional) that are going to be used by designers for describing the particular software architecture of the envisaged PVC supporting
system. Therefore, it would be there possible to enhance non-functional qualities of the implemented solution, such as maintainability, extensibility, performance, scalability and uptime. Once this basic structure for the new system has been established, the designer must analyze the pertinence of the services considered in the proposed architecture, following a top-down and iterative manner, starting with the user services (upper layer in Figure 2). The goal of this activity is to determine, based on the user requirements of the project, if a certain service is critical (i.e. required), desirable or non-required for the new product. In order to determine the level of requirements coverage provided by the selected services, it is recommended to fill a traceability matrix that matches the functional (FR) and non-functional requirements (NFR) of the selected services. Thus, designers can identify which requirements cannot be addressed with the services proposed in the architecture; therefore they must then work in the design of a particular solution to deal with those requirements.

For each requirement considered as critical, recommendable or desirable, the designers must propose a particular design that captures the motivation and need of the community members. For services in the user and interaction layers, such a design must include a user interface. Services in the community layer usually do not require a user interface; however the designers have to make one or more decisions regarding them.

This analysis and modeling process must be done sequentially (i.e. layer by layer) and top-down. After considering the community layer, the designers will count on a layered architecture that embeds services required to support the activities of the PVC community. Such architecture must be then evaluated considering the non-
functional requirements that are relevant for that project. Typically, this evaluation is done using an inspection, which is a type of a formal technical review [17]. These evaluations help designers to see if the obtained design is stable and also if it addresses the FR and NFR identified in that project. If the design is deficient, this activity provides the feedback required to adjust the structural model or the services composition in order to obtain a stable and robust design. This process is done iteratively until getting a strong design.

6.2 Evaluating an Already Implemented PVC Supporting System

The process that designers must follow to use the architecture as an instrument to evaluate already implemented PVC supporting systems is similar to the one presented in the previous section. In this scenario, the evaluators can or cannot have access to the source code of the platform being evaluated. In the first case (i.e. if the evaluators have access to the source code), the process is similar to the one described in Section 6.1, but the product being evaluated is the implemented system instead of its design. If the evaluators have the product source code and its design, the evaluation is done using both products; therefore the eventual adjustment process (that is done based on the evaluation feedback) should also be done on both software artifacts. However, if the evaluators count just with the source code, they have then to perform a simple reverse engineering process to get an approximation to the product design. That design allows them to get a feeling about how well the implemented system addresses the NFR that are relevant for the community. Clearly, having more design information of the product will allow more accurate evaluations.

In the second case (i.e. if the evaluators do not count on the source code), it is not possible to modify the product design or its implementation; however the evaluators can determine if an already implemented system is suitable to support the activities of a certain community. This evaluation type can be used to create a ranking with the candidate systems for a community, and also to determine which critical services are not supported by each platform. Since today there is an important number of software platforms available for free (e.g. the social networking services), this evaluation capability of the proposed architecture could contribute to identify the best supporting system for a particular PVC.

7 DESIGNING PVC SUPPORTING SYSTEMS

This section shows how the proposed architecture can be used as a guideline for designing PVC supporting systems. Three case studies are presented and discussed. The first two cases involved advanced undergraduate students, whom computer science in the 10th or 11th term at the University of Chile was major. The students worked in pairs for 16 weeks to develop a detailed design of a particular PVC supporting system for an existent community. During such a time period, the students
have to conceive, design and preliminarily validate the system proposal. This design process involved several checkpoints in which software inspectors used the proposed architecture as the instrument to identify mandatory and optional supporting services. Such experience allowed us to obtain a preliminary validation about the suitability of the design guidelines considered in the proposed architecture.

The third case study was the development of a platform that supports activities of a community formed by the students, teaching assistants and instructors of a course at the University of Chile Business School. An experienced software engineer participated in the development of the PVC supporting platform, who used the proposed architecture as a guideline for the product design.

In the three case studies the authors monitored the development process, the product evolution and the usefulness of the proposed architecture. The main goal was to get preliminary answers to the following research questions:

(RQ1): How suitable are the services considered in the architecture to support the interactions among members of a PVC?

(RQ2): How well does the architecture support the evaluation of these system designs?

The answers to these questions show us the completeness and usefulness of this proposal. The following subsections describe the case studies, the evaluation methods used in these cases and the obtained results.

7.1 Case Studies

The products to be developed in the first two case studies were similar in terms of the development effort, however the third one was larger and also more complex than the two previous projects. The list of FR and NFR to be addressed were different in each case. Moreover, no major services were identified as mandatory for these projects, except those already considered in the architecture. This conveys the idea that the proposal would provide an important coverage of services for these applications. Next, we briefly describe the products to be developed in each case study.

7.1.1 Supporting a Bikers Community

The group of students that addressed this project noted that the bikers community of the Engineering School at the University of Chile lacked proper mechanisms for managing their community members, supporting their interaction, and managing and advertising the events that they periodically organize. Their project main goal was to design a PVC supporting platform for that community, highlighting the events organization and also enhancing the interaction among community members around these events.

The proposed solution was designed thinking on a smartphone as the target device. Figure 4 shows the main user interface of such a PVC supporting platform.
Users of this mobile application can post events and advertise them within their groups and also through other social networking sites, such as Facebook and Twitter.

![Figure 4. Main user interface of the bikers' community mobile application](image)

Every member has a profile, a reputation, a privacy setting and one or more friend lists. The main user interface shows the public messages in a dashboard, provides several awareness mechanisms, and presents several communication and coordination tools to the users.

### 7.1.2 Supporting a Players Community

The participants involved in this project found out that the players of card, board and role-playing games have many common interests. Groups of these players regularly organize meetings and tournaments, and they are part of a players’ community. The supporting platform designed in this project should enhance the sense of community among these players, help them to organize events and promote them among other players communities. The platform was designed thinking of a laptop/desktop as the target device. Figure 5 shows the main user interface of the proposed solution.

Similar to the previous case, the users have a personal profile, a reputation and a role. The roles go from regular user to community manager. The user role evolves depending on the user’s actions and the recognition that the community gives to that member. The role determines the type of actions that can be performed by a user.
7.1.3 Supporting a Course Community

The software developed in this case study supported the activities of thirty students enrolled in an introductory Information Technology course of the Business School at the University of Chile. Students taking part in this experience were volunteers and required to register and validate their accounts. They were also asked to fill up their personal spaces and publish, rate and comment discussion topics related to the course contents.

The lecturer and two teaching assistants also became the community members and participated in the course discussions. The users utilized an avatar and a pseudonym to maintain anonymity during their interaction. The community had a manager (an external user) who tracked the interaction and gave a regular feedback to members about their participation in this virtual scenario. The tracking period was limited to 8 weeks from its initial launch.

This platform was implemented as a desktop web application, by modifying and extending the core functionalities offered by the PHP framework Elgg [15]. Figure 6 shows the main user interface of the platform where we can identify components related to most of the design aspects considered in the proposed architecture.

This prototype allows us to validate the completeness and suitability of services considered in the proposed architecture. Particularly, we aimed the tool as an extra support for the discussions of the topics treated in each lecture.
were also asked to fill up their personal spaces and publish, rate and comment discussion topics related to the course contents. The lecturer and two teaching assistants also became community members and participated in the course discussions. The users utilized an avatar and a pseudonym to maintain anonymity during their interactions. The community had a manager (an external user) who tracked these interactions and gave regular feedback to members about their participation in this virtual scenario. The tracking period was limited to 8 weeks from its initial launch.

This platform was implemented as a desktop Web application, by modifying and extending the core functionalities offered by the PHP framework Elgg [Elgg12]. Figure 6 shows the main user interface of the platform where we can identify components related to most of the design aspects considered in the proposed architecture.

7.2 Evaluation Methods

The evaluation methods considered in the first two case studies were the same, as the projects were developed as a part of the same undergraduate course during the same term. The third case study involved particular evaluation methods, because in that case the proposed architecture was used in a way different from the previous cases. Next we describe the instruments used in these case studies.

7.2.1 Evaluation Methods for the Bikers and Players Communities

Due to the fact that the design of these applications was part of the student work in a formal Computer Science course, it involved an incremental process with five stages:

1. to research, conceptualize and characterize the communities to be supported by each application, and also the problem to be addressed in these projects;
2. to establish the user requirements to be considered and perform a preliminary design of each platform;
3. to perform an architectural design of these platforms;
4. to build a detailed design of each supporting system; and
5. to present a functional prototype of the designed platforms.
A milestone was established at the end of each stage to determine if a team could advance to the next stage. Each milestone involved a deliverable and also a Formal Technical Review (FTR) on such a product.

The FTR followed the dynamic established for the inspection [17], which is regularly used in software projects to determine the status and quality of a product. Each inspection involved 50 minutes approximately per project: 15–20 minutes for presenting the product design and 30–35 minutes for answering the inspectors’ questions. The inspectors participating in the FTR (i.e. the instructor and the teaching assistant) were experienced in both the use of inspection activities to verify the status and quality of software products, and the development of social computing platforms. These inspectors used the proposed architecture as a guideline to identify the services that could be useful to support the activities of the community members.

During these sessions the inspectors can only ask questions and make comments, but no suggestions. Depending on the inspection results, the designers can eventually make new design decisions and changes in the product design. Although the students (i.e. designers) knew about the services typically required by these supporting systems, they did not count on an instrument (e.g. the architecture) to validate their designs.

Every design aspect identified in the proposed architecture was discussed and evaluated in the last three stages of the design process. The feedback provided by the inspectors was recorded, and then addressed by the designers. During the next checkpoint the students had to indicate how such a feedback was considered in the new design of the product.

The last stage of the project involved the development of an application prototype composed of user interfaces (mock-ups) and its navigation. The prototype allows a user to evaluate the proposal as if it was an already implemented product. Using such a prototype, the instructor, the teaching assistant and the rest of the students evaluated the functionality of the platform. Moreover, the inspectors evaluated the relevance that the services proposed in the architecture have to the design of these products. A formal grade was assigned to each prototype according to the usability and usefulness perceived by the inspectors.

7.2.2 Evaluation Methods for the Course Community

The system supporting the course community activities was conceived based on the proposed architecture, and the developer that implemented the system was also involved in the architecture definition. For that reason we did not consider this system developer in the evaluation process.

In order to identify the value that the services included in the architecture have for the users, we evaluated the system over a period of eight weeks with 23 members of the course community. After that period we conducted a survey on the participants to gather their opinions about the usefulness of the system services. The survey considered only the services from the architecture that are visible for the
users, and it was conducted during a lecture of the course. The participants were able to ask the lecturer for additional information in case of need. Users graded the usefulness of those services using a 5-point Likert scale. A value of 1 corresponds to a “negligible” service, 2 corresponds to a service that is “dispensable”, 3 corresponds to a “desirable” service, 4 means “recommendable” and 5 indicates that the service is “mandatory”. The survey also included a section for open comments where the users could suggest services that help improve the supporting platform.

Some services considered in the model, such as the user security settings were not considered in the survey, since they are either used only once or required just to access the supporting platform. Similarly, the user motivation, feedback loops, activity monitoring, governance structures, motivation and participation, and purpose and metaphors were also left out because they are invisible to the users. Table 3 summarizes the services considered in the survey.

Additionally, we carried out a focus group with six software engineers to analyze the suitability of services provided by the system, and the pertinence of the NFR considered in the system design. Before and during the focus group these engineers had access not only to the system prototype, but also to its design. Two participants had experience in the design of social platforms, two had experience evaluating usability of software interfaces, and the last two had no prior knowledge about modeling PVC supporting platforms. Each engineer filled in the survey and also a section that asks for their opinion regarding the pertinence of the considered NFRs. Using these results we tried to answer the stated research questions.

7.3 Obtained Results

The obtained results considered qualitative and also quantitative information. The next sections present these results and analyze the research questions based on that information.

7.3.1 Case Study 1: Bikers’ Community

During the Formal Technical Reviews (FTR) performed to check the status of each project, the use of the proposed architecture helped the inspectors to identify relevant services that were not identified initially by the designers. During the stage 3 of the design process (i.e. architectural design) the product had several deficiencies. The most important were the following: there was no separation of the design concerns, and there was no support considered for presence awareness (I01, see Figure 2), location awareness (I02), privacy settings (U03), feedback (I07), synchronous communication support (I09), content and media sharing (I06) and structural services that support the community activities (i.e. those considered in the community layer – Figure 2).

The FTR performed at the stage 4 (i.e. detailed design) showed that various design limitations were addressed, and others were considered, but discarded by the designers because they wrongly decided that some services (like feedback (I07) and
<table>
<thead>
<tr>
<th>Service</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Public Profile (U02)</td>
<td>Users have a personal space where they can manage their virtual identity. It provides support for an avatar, personal status or interests.</td>
</tr>
<tr>
<td>Privacy Settings (U03)</td>
<td>Users can decide what information will remain public and private. They also manage how they will receive notifications (e.g. email, in-site).</td>
</tr>
<tr>
<td>Dashboard (U06)</td>
<td>A main page where the recent activity in the community, such as new messages and recent contributions are published automatically.</td>
</tr>
<tr>
<td>Presence Awareness (I01)</td>
<td>Users can see the list of the other community members that are currently logged-in into the platform.</td>
</tr>
<tr>
<td>Location Awareness (I02)</td>
<td>Users can indicate their location by choosing a place from a list of options. If there are two users at the same place and time, they will receive a notification according to their privacy settings.</td>
</tr>
<tr>
<td>Coordination (I04)</td>
<td>The system provides a calendar with different permission levels: users can schedule activities that are private, or involve groups.</td>
</tr>
<tr>
<td>Relationships Management (I05)</td>
<td>Users can specify relationships among them, such as being part of a same group or being friends. This requires symmetric validation.</td>
</tr>
<tr>
<td>Content and Media Sharing (I06)</td>
<td>The system supports media uploading (e.g. documents, pictures and videos), classifies it into categories and allows users to comment on them.</td>
</tr>
<tr>
<td>Asynchronous Communication (I08)</td>
<td>Users can publish, comment and rate discussions related to the different topics they have worked on the lecture sessions.</td>
</tr>
<tr>
<td>Synchronous Communication (I09)</td>
<td>The platform supports a video chat room for logged-in users. They have to allow camera and microphone access beforehand.</td>
</tr>
</tbody>
</table>

Table 3. Requirements for a PVC Supporting System

Content and media sharing (I06) were not mandatory to support the community activities. The use of the architecture in this inspection helped designers realize the relevance of services considered in that model.

During the FTR conducted at the stage 5 (i.e. prototype implementation) the previous design limitations were reviewed. Provided that it was the last stage of the design process, the inspectors performed a general review of all services considered in the architecture. Four services were not included in the prototype; however all of them were opportunely evaluated by the designers. The presence awareness (I01) and synchronous communication support (I09) were not included because the designers decided to just use asynchronous communication as a way to keep persistent interaction among the community members. The other two services that were not
included are feedback (I07) and content and media sharing (I06). This represents a deficiency in the platform design, which was not addressed by the designers because of time limitations. The design of this PVC supporting platform was graded with a 6.5 (in a range from 1 to 7), which indicates that it considers all services that are mandatory to support the activities of the community members.

Analyzing the results of the FTRs, which are documented in the corresponding inspection report, we can conclude that all services considered in the architecture were relevant in this project according to the designers’ opinion. The decision to include or not, a certain service in the supporting system, was made considering other factors affecting the project, e.g. the available time to deliver the product or the level of criticism of such a service. This provides an initial positive answer to the RQ1.

In the interview performed to the inspectors after the last FTR, they manifested their intention of continuing the use of the architecture as a reference instrument during inspection activities for the next editions of the course. They indicated that the architecture allows them to easily keep in mind the most relevant design issues of a PVC supporting system and make visible the services that are not visible for the users. Thus, the architecture helps mitigate the iceberg effect affecting both, developers and inspectors. These preliminary results provide an initial positive answer to the RQ2.

The last inspection process (at the stage 5) also evaluated the usability and usefulness of the system according to the users’ opinion. Therefore, the four potential users evaluated the services provided by the system. Both, the usefulness and usability of the system prototype, were rated as ‘appropriate’ to support the activities of the community. No extra services were identified by these potential users as mandatory for the supporting platform. This supports the previous answer for the RQ1.

### 7.3.2 Case Study 2: Players’ Community

This project was developed in the same context as the previous experience; therefore it followed the same dynamics. The FTR conducted during the stage 3 (i.e. architectural design) showed results quite similar to the previous experience. For instance, the need for structural services (community layer) was not identified by the designers. Moreover, the design did not consider services to support feedback (I07), user motivation (U01), presence and activity awareness (I01 and I03), and content and media sharing (I06). The services identified by the designers were those that are visible through the user interface. This confirms the iceberg effect that usually affects developers of these system types.

The FTR performed at the stage 4 showed an important advance in the inclusion of the non-considered design aspects; however the design was still incomplete. The designers stated their intention to include services to address these design aspects, but they were not able to do it for this inspection because of time restrictions.
The FTR performed at the stage 5 showed that all design aspects specified in the architecture were embedded in the platform, but designers failed in implementing some of them; for example, the activity awareness (I03) was implemented using a chat, and the users presence awareness (I01) was not permanently visible in the platform. This design was graded with 6.5 (in a scale from 1 to 7), and the students agreed on the limitations of their design to represent some design aspects. After performing the two reported projects, no additional services were identified as potential extensions to the proposed architecture. Preliminary, these results would indicate that the proposed architecture provides a good service coverage, and that the mandatory services are already considered in the architecture (RQ1).

The inspectors participating in this process were the same as in the previous case. They chose to continue using the architecture during the next editions of the course. This also reinforces the results obtained in the previous case related to the use of the architecture to evaluate product designs (RQ2).

Similar to the previous case, four potential users evaluated the usability and usefulness of the system prototype. They found that the services provided by the system were appropriate (RQ1); however, some of them, e.g. presence and activity awareness (I01 and I03) and also content and media sharing (I06), were not well implemented in the system.

### 7.3.3 Case study 3: Course Community

The evaluated prototype embedded implementations of all services considered in the proposed architecture. Such a product was used by 23 community members for eight weeks, and it was also reviewed by six engineers. Figure 7 shows the minimum, maximum and average values obtained through the survey given to both groups. These results indicate the usefulness of the proposed services according to users and designers. Dark bars indicate the average value assigned by the users to the services usefulness. Light bars represent service usefulness perceived by the designers (i.e. the engineers). A continuous scale from 0 to 5 was used to represent the usefulness of each service.

The results indicate that most services were considered as useful for the community members. Moreover, the usefulness assigned by the system users was quite similar to the ones assigned by the engineers. Analyzing the results and also the students’ comments in the survey, we have identified some problems in the services implementation. Services like synchronous communication (I09) and coordination (I04) were not suitably implemented in the PVC supporting system. Therefore there is a significant gap between the expected and the perceived value of such services.

The spontaneous responses given by five users of the survey indicated that they would have preferred a simple chat room instead of the video-chat embedded in the system to implement the synchronous communication service. This reflects that the community in fact requires this service, but it was not implemented properly.
The results indicate that most services were considered as useful for the community members. Moreover, the usefulness assigned by the system users was quite similar to the ones assigned by the engineers. Analyzing the results and also the students' comments in the survey, we have identified some problems in the services implementation. Services like synchronous communication (I09) and coordination (I04) were not suitably implemented in the PVC supporting system. Therefore there is an important gap between the expected and the perceived value of such services.

The spontaneous responses given by five users of the survey indicate that they would have preferred a simple chat room instead of the video-chat embedded in the system to implement the synchronous communication. Concerning the coordination service, the panel of software engineers recognized the importance of counting on this service, but the users assigned a usefulness value considerably lower than expected. This was also reflected in spontaneous comments that the users wrote at the end of the survey. These comments show a lack of initiative by the students to use such a service, since it was not required to perform the community activities during the experimentation period. If the use of this service would had been required for either the community manager or other users to perform some activity, then the community members would have recognized its value.

Summarizing, these results show that all services considered in the software architecture are not mandatory for any PVC supporting system. The relevance of these services depends on each particular case. This is aligned with the results obtained in the previous experiences. Therefore, it allows us to assume that the proposed services should be at least considered during the design process (RQ1). Provided that no services, additional to those already considered in the proposed architecture, were identified as mandatory, we can preliminarily assume that the proposal covers an important part of the design aspects involved in the PVC supporting systems.

The results also show us that some gaps between the expected and the real usefulness of a service can be present in these systems. The main causes can be:
1. inappropriate service implementation (that is the case of the synchronous communication mechanism), and
2. lack of initiative (or need) for using such a service (that is the case of the coordination service).

The use of the architecture does not contribute to identify this type of system limitations. Analyzing the maximum, minimum and average values of the perceived usefulness of the services, we can realize that the dispersion of the users and designers opinions tends to increase if the supporting services are not well implemented.

The focus group conducted with software engineers resulted in similar results. According to the engineers’ opinion, the FR and NFR were appropriately considered in the design of the system. These engineers also highlighted the simplicity of the software architecture, which makes it understandable and usable for many people. They were able to quickly understand the separation of concerns represented by the three-layer architecture, and also the role of the FR and NFR considered in the product design.

Five participants spontaneously pointed out that the designed platform lacked an effective support for activity awareness, as this feature would enhance participation between community members. This observation provides a preliminary positive answer to the RQ2, which is aligned with the previous results. Moreover, all designers considered this architecture so easy to learn and useful for analyzing PVC supporting systems in several contexts, and that reinforce the previous answer to the RQ2.

8 EVALUATING PVC SUPPORTING SYSTEMS

The designers participating in the previously reported case studies thought that the proposed architecture could also be used to evaluate already implemented PVC supporting systems. Therefore we defined a third research question:

(RQ3): How well does the proposed architecture support the evaluation of already implemented systems?

In order to obtain a preliminary answer to this question, three commercial PVC supporting systems were analyzed: Facebook, U-Cursos and AcaMed. In this analysis we attempted to verify whether or not those systems satisfy the set of requirements specified in the Section 4, and also if the non-addressed requirements are effectively required by the community members. Thus, we intended to show that this proposal can also be used for:

1. choosing an already implemented system from a set of possibilities, and
2. identifying further customizations or extensions that have to be included in a supporting system that is currently being used by a specific community.

The authors have analyzed the first two PVC supporting systems (i.e. Facebook and U-Cursos) because they are active users of both platforms. Regarding the third
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one (i.e. AcaMed), two members of the development team independently conducted the analysis. In all cases, the evaluation process consisted of an informal inspection of the user interfaces and the identification of the structural components of each system. Then, we have matched these components with those considered in the proposed architecture. This helped us determine whether the services considered in the proposed architecture were considered in the product being inspected, and vice versa.

Moreover, we analyzed the relevance that each service seems to have in the inspected system. The service relevance can be rated as mandatory, recommended, desirable, dispensable, or negligible. Next we briefly present the informal analysis conducted for the three selected platforms.

8.1 Facebook

Facebook is considered as one of the most successful social platforms. Although this is a general social system, it can be used to support PVC with the groups feature. A Facebook Group offers the same services as Facebook, but restricted to a particular group of users. Membership, visibility and moderation of these groups are supported by one or more group admins, and standard users are linked together through their own Facebook profiles. Figure 8 shows the main user interface of the product, and it identifies the components that match with the proposed architecture.

Figure 8. Facebook web user interface
We can see that most services considered in the architecture are part of Facebook. However, this platform lacks support for coordination mechanisms (e.g. community agenda or community members commitments), which can be a consequence of a design decision. Facebook currently supports location awareness in the form of geo-tagging in status messages and in personal and shared pictures. This location awareness implementation limits the activities of a PVC, because it does not provide mechanisms for coordinating people, and thus promoting physical encounters. This limitation is not surprising because Facebook was not particularly designed to support PVCs. The identification of such a limitation allows us to show that the proposed architecture can be used as a reference to identify mandatory services in PVC supporting systems (RQ3).

Services considered in the community layer were not identified in this evaluation process, because they are not visible for regular users. Something similar occurred with the evaluation of the system architecture and the strategy used to address the NFR.

8.2 U-Cursos

U-Cursos\(^1\) is a PVC supporting system developed at the University of Chile for managing courses and fostering interaction among courses participants: lecturers, teaching assistants and students. Currently, this platform is commercial. In the system, each course defines a specific context in the form of an independent community. Interaction is achieved through asynchronous communication (email and a discussion forum), and community members may upload and download class material and related media content. Figure 9 shows the main user interface of U-Cursos.

The U-Cursos limitations come from the system conception. This tool was not initially designed to support PVCs, but it was evolving over time up to a tool that plays such role. Therefore, the required support for the community members’ activities is still incomplete. For example, the system lacks services that stimulate interaction between users. Moreover, there is not a proper participation strategy that would eventually transform this information system into a proper PVC supporting system. The platform includes several coordination services, but it still does not support location or presence awareness.

Since the authors are regular users of this platform, we can confirm the need to count on the previously mentioned services. These limitations have also been discussed with the engineers in charge of this platform evolution, who agree that the mentioned services must be included in the system. This provides a positive answer to the RQ3. Hypothetically, if the U-Cursos design were based on the proposed architecture, the implemented and also the pending services would be identified in an early stage of the system development.

The services provided by U-Cursos in the community layer and also its software structure and quality features were not available for the authors during the evalu-

\(^1\) https://www.u-cursos.cl/
Figure 9. U-Cursos main user interface

Since the authors are regular users of this platform, we can confirm the need to count on the previously mentioned services. These limitations have also been discussed with the engineers in charge of this platform evolution, who agree that the mentioned services must be included in the system. This provides a positive answer to the RQ3. Hypothetically, if the U-Cursos design were based on the proposed architecture, the implemented and also the pending services would be identified in an early stage of the system development.

The services provided by U-Cursos in the community layer and also its software structure and quality features were not available for the authors during the evaluation period; therefore, they were not considered in this analysis. In other words, in this evaluation we considered only services in the visible part of the iceberg.

8.3 AcaMed

The AcaMed website is intended for creating communities of health professionals in Japan. It can be considered as a meta-social platform since it provides free tools for launching websites for a certain medical society. The system also allows for managing members, membership fees and customizing the society website by activating various services that its members can use. Currently, 600 medical societies in Japan are using this platform. Some of the services that it provides are the following: publishing news for the society members, coordinating and delivering online conferences, sharing data and reports about rare medical cases, sharing multimedia content like videos, presentations and medical images, and managing the paper submission process for conferences that the societies organize. Figure 10 shows the main page of a website created using AcaMed, for a conference organized by the pediatric surgery society.

According to the managers of this platform, its success relies mainly on the flexibility that it has to adapt the website not only to support the particular needs of a certain society, but also to evolve this support as the community evolves itself. When confronting the services available in AcaMed with those considered in
the proposed architecture we can see an important matching between them. Therefore, the users that maintain a website for a certain society may include or take out most of these functionalities, even dynamically, during the lifecycle of the community. The non-implemented functionalities in this platform were user motivation, public profile, user security, presence and activity awareness. We asked the system developers about the possibility to include these missing features. They answered that it might be a good idea to include a user motivation mechanism, for example in the form of an automatic mail service, which will alert users when important information is uploaded to the website. Regarding the inclusion of a public profile, they considered that this was definitely a good idea, which was missing in the current implementation. About security mechanisms, they said that the data managed by the system was not sensitive enough to consider the implementation of such functionality as a priority. They also considered the introduction of presence and activity awareness not important for these communities, since most interaction among members occurs asynchronously, except for the online conferences where a basic awareness mechanism has been implemented. The inclusion of current location awareness was considered not important, contrary to the permanent location awareness. In this kind of network it would be important to know where the permanent location of a certain specialist is. This feature might be implemented along with the public profile availability. In conclusion, we can say that the application of the framework for evaluating this PVC supporting platform helped to identify its possible limitations and extensions.
Regarding the research question (RQ3), we can provide informal evidence supporting the use of the proposed architecture as an evaluation mechanism for already-implemented PVC supporting systems. In fact, software designers may be interested in filling out a traceability matrix where they can identify if the existing components of a particular software platform are considered or not in the current implementation of the PVC supporting system. Of course, the components described in our proposal are not always mandatory for any particular community. Therefore, software developers have to identify the particular needs of their communities, afterwards to verify their correspondence in the implemented platform, and finally conclude if the missing elements are actually required or are simply not relevant for the system.

In other words, the proposed architecture can be seen as a set of recommendations to be taken into account when designing, evaluating already-implemented, or envisaging possible modifications to PVC supporting systems. For example, in the latter case, as it was seen in U-Cursos and AcaMed, the components presented in the architecture can guide further explorations on how the platform may evolve in order to improve social interaction among community members.

9 CONCLUSIONS AND FUTURE WORK

According to Gutierrez et al. [23] a Partially Virtual Community is a hybrid between a physical and a virtual community. A PVC can be defined as a group of people who interact around a shared interest or goal using technology-mediated and face-to-face mechanisms. This article proposes a software architecture that helps design PVC supporting systems and evaluate already implemented platforms.

This architecture considers several recurrent services that have been reported in the literature and also identified by the authors during the development and evaluation of PVC supporting systems. These services have been arranged in a layered structure that is based on a horizontal and a vertical dimension. The horizontal dimension (i.e. the virtualness) indicates if a certain service is usually required by a physical community, by a virtual community or by both of them. The vertical dimension (i.e. visibility) separates the services by concerns (e.g. services for users, to support interaction, and for the community), indicating their visibility level. The services visibility decreases with the layer in which such a service is located. The layered feature of the proposed architecture contributes to enhance the maintainability, extensibility, performance, scalability and uptime of the implemented software platform. These capabilities are important for PVC supporting systems because they have to show a high availability and also evolve almost constantly.

The article reports how this architecture was used to design three PVC supporting systems, and evaluate three already implemented platforms. The obtained results were analyzed according to the research questions stated for this research work. Answering these questions will require evaluating the proposal more in-depth; however, the preliminary results indicate that the proposed software architecture considers services that are useful to support interaction among members of a PVC
(RQ1). The architecture would also be useful to support the design of these systems (RQ2) and the evaluation of already implemented platforms (RQ3).

It is worth pointing out that our proposal is quite sensitive to the context in which the PVC supporting system is going to be designed. In fact, we do not aim to conceive an instrument that serves as a silver bullet for PVC supporting systems, but instead our goal is to provide software designers a set of guidelines to consider when designing and/or evaluating this particular kind of system. Also, we recognize that further exploration with software developers has to be taken into account, especially when analyzing if the proposal can actually be used as a tool for helping the evaluation of already-implemented PVC supporting systems. It would also be interesting to discuss the pertinence of the proposal with regard to the evaluation of incremental functional prototypes, and even the applicability of the tool as a guide for design and evaluation of PVC supporting systems in agile software development teams.

The next steps in this research work consider evaluating the supporting platforms of the reported communities, but now relying on the help of their designers. This activity will provide us a better understanding of the strengths and weaknesses of this proposal because we will be able to completely address all the layers considered in the architecture. In addition, we intend to determine if the list of services considered in the proposed architecture is complete.
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